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描述摘要-A用于检测使用释放后基于程序动态分析错误新颖方法。在存储器不安全的编程语言，如C或C ++，这个类的错误主要发生在程序试图访问已被已释放动态分配的存储器的区域。对于每一个程序的执行路径中，该方法检查分配，回收和访问操作的校正。由于使用了动态分析，错误只能在实际执行的代码的部分中均可发现。符号程序执行与SMT（满足性模理论）解算器的帮助下被使用。这使我们能够生成其中，所述处理的新生成的执行路径的数据。 DOI：10.1134 / S0361768819070028

1.引言

软件经常包含的类型•释放后使用 - （UAF）和错误

•缓冲或堆溢出。

由于软件的很大一部分中极为重要的应用程序时，错误可能会导致严重的后果。有一些工具来帮助解决使用静态[1，2]和动态[3-7]分析这个问题。

静态分析检查代码，但不执行。这种方法的缺点是，没有关于程序的执行（寄存器，程序执行追踪，输入数据等）时的状态的信息是可用的，这导致了大量的假阳性。出于这个原因，静态分析主要用于动态分析之前以显示可以潜在含有缺陷的程序的片段。

该工具在[1]设计用于检测UAF错误执行类似于可用表达式的分析（表达式x + y为可在点p，如果该表达式被计算从进入点到p和X任何路径上的分析描述和y的最后一个这样的计算之后保持不变直至p [8]）。在程序中的所有路径被检查和检查它的使用前的状态对象被定义。如果该条件不被满足，则存储器用途被认为是错误的，并且产生一个消息。

GUEB [2]基于所述程序的二进制代码的检查。分析的过程被分成两个主要阶段。在第一阶段中，堆存取和地址分配操作被跟踪（指针和堆元件之间的对应关系）。所述双{地址，大小}被存储在集alloc\_set和free\_set当存储器被分配和释放，分别。

在第二阶段中，检测UAF错误。使用在程序中的每个点的第一阶段收集到的数据，该工具构造集access\_heap包含所有对{地址，大小}可用在这一点上。如果集合的交集access\_heap和free\_set非空，则一个错误UAF被登记。

空隙顶部（字符输入[4]）{INT CNT = 0;如果（输入[0] ==“B”）CNT ++;如果（输入[1] ==“a”）的CNT ++;如果（输入[2] ==“d”）CNT ++;如果（输入[3] ==“！”）CNT ++;如果（CNT> = 3）中止（）; //错误

}

图1从[10]程序的一个例子。

一种用于动态分析的普及的原因是它的检查在运行时，它可以访问寄存器和存储器内容的程序的能力。该工具雪崩[3]基于动态二进制翻译迭代地分析程序的执行代码。在分析过程中，该工具计算以便自动遍历程序中的所有可达到的路径，并检测其异常终止该程序的输入数据。

在DangNull [4]和FreeSentry [5]中，重点是在检测和该存储器被释放之后，从而防止错误UAF抵消指针动态分配的存储器。这两种工具使用的程序静态仪器。

Undangle [6]也防止UAF错误。该工具标记每个内存分配函数的返回值，并使用被污染数据的分析，跟踪这些标签。当存储器被释放，其中存储器位置与对应的标签相关联的和工具检查检测悬空指针（即，引用一个已释放的存储器位置的指针）。

该工具混乱[7]是基于错误检测的二进制代码，它结合离线的方法和在线接近的节目的符号执行。离线方法依次检查程序的执行路径。在各试验期间，该工具仅包含一个执行路径。一个缺点是，几个路径的公共初始片段在程序的每次运行反复执行。在线方法检查同时所有可能的执行路径，这可能会导致内存不足的情况。

这两者的组合如下方法作品。当达到存储器消耗的限制值，则控制点的创建，和的一些路径检查已被暂停，以及有关的执行，符号执行上下文，和特定的输入数据的当前状态的数据被保存。当资源变得可用（的某些路径检查已完成），则控制点中的一个被恢复（即，执行到这点使用所保存的数据再现）。接着，符号执行上下文被加载，并开始新的路径的分析。这种方法能够避免程序的重复符号执行到控制点。

在本文中，我们考虑基于动态分析和动态检测[9,10]的方法。我们描述了用于检测错误UAF方法，该方法检查使用指针的程序的所有可能的执行路径的正确性。该方法是基于在SAGE [11]所使用的代码覆盖算法，它使用动态分析仪的Triton [10]的基础设施。

在这项工作中，我们修改的Triton，其中显著改善其性能使用的代码覆盖算法，我们加入的程序，输入数据的工作从文件中读取分析的支持;这个功能是不是在海卫的实现支持。

在本文中的第二部分中，我们描述的Triton和在所提出的修饰中使用的代码覆盖算法。在第三部分中，我们将讨论初步实现UAF错误检测及其与动态代码覆盖组合。结果在第四部分介绍。

2.代码覆盖率算法

2.1。代码覆盖率的Triton

在本文中，我们使用的算法最大化Microsoft开发和使用SAGE [11]代码覆盖。该算法在曲通部分实施。它由两个阶段组成：

初始输入数据和为每个程序执行路径gatheringconstraints的选择;

通过求解由聚集在第一阶段约束logicexpressions产生新的输入数据。

考虑在图1中示出的程序的例子。

为了检验这一方案的所有路径，它必须提供与输入字符串坏！为了产生所需的数据，则该算法通过运行与初始输入字符串，它被放置在输入数据的列表的程序启动。在第一次运行后，将约束集<I0≠B，I1≠一个，I2≠d，I3≠！ >，其中I0，I1，I2和I3分别是输入存储器位置[0]，输入[1]，输入[2]，并输入[3]，分别被获得。

在该算法中执行的过程中，这些约束求解，以产生用于在输入数据，其后代数据满足这些约束的列表中的每个元件;所生成的数据被放置在输入数据的列表。该方案是该列表中的每个元素再次运行，算法的工作继续进行。

这个过程继续，直到在输入数据的列表中的所有元素被检查（该算法的伪代码示于图3）。通过与初始输入字符串良好应用该算法，以在图中所示的程序。1，我们得到图2中所示的解决方案的列表。

由于该算法的工作要求程序运行多次，海卫实现节能程序状态的选项。这显著

提高了算法的性能。注意，SAGE算法[11]设计成减小输入数据集的一部分中的Triton没有实现。为此，该工具乘运行在不打开新的执行路径输入数据所分析的程序。在这项工作中，我们添加了新功能的代码覆盖率算法，大大提高了性能。

2.2。在覆盖算法的改进

在最初的实现中SAGE算法[11]中的Triton，程序总是获得从输入数据的每次迭代后的列表中的最后一个元素，而不考虑该程序的基本块的数量使用该元素打开。其结果是，随着影响的代码覆盖率的输入数据一起，那没有打开任何新的路径输入的数据进行处理。

由于算法生成每个输入元素的子孙数据，输入数据的列表的长度显著增加。因此，为了有效地执行该算法，将所生成的输入数据应该优先。

在本文提出的算法的修改，在输入数据的列表中的每个元素被分配一个权重等于由该元素打开基本块的数量。在算法开始时，输入数据被赋予零权重。在算法的第一次迭代中，初始输入数据的权重被计算。

所检查的元件的权重被传递给后代元素（通过求解逻辑方程获得）：在每次迭代之后，所述权重被如下更新。因此，当使用输入数据的层次遍历。该程序的每次运行前，具有最大重量的元素是从输入数据的列表中选择。此显著简化解决方案的列表作为示于图4。

它在该图中看出，添加权重之后进行检查的输入数据的量的两倍几乎降低。这显著提高了算法的性能（在某些测试中，表现了90％，几乎增加）。

的Triton的另一个缺点是只接受在仅输入命令行参数的程序的支持。为了扩展程序的范围

可以分析，我们增加了程序的支持，使用文件作为输入数据的来源。我们还增加了确定将被标记为在分析的过程中象征性的那些输入数据的范围的能力。

在计算上述权重的方法是不是唯一可能的一个，并且在今后的研究，用于确定权重的其它技术将被考虑。

BUG检测

程序的动态分析是基于在其执行过程中的程序进行分析。这使得它可以分析并考虑到具体的执行条件和指针的使用特定值的方案。动态分析的缺点是有一个良好的代码覆盖率的要求。在许多情况下，然而，对于所检测到的错误，输入数据在其上的错误被再现可以生成。该UAF错误是由两个连续的事件造成的：

创建一个悬空指针;

使用悬挂指针存储器访问。

UAF的一个例子示于图5中检查线路3的条件之后，由指针PTR引用的存储器被释放（第4行），然后将控制转移到线12，其中相同的存储器位置被释放再次。

海卫一的错误检测算法

使用该程序的仪器，该算法跟踪存储器分配（malloc的）和释放（免费）的功能。在算法的开始，创建两套（allocSET和freeSET）。它们被用来跟踪程序执行过程中分配，然后释放该内存位置。这些集合的元素是对（地址，大小）。

每个malloc的或免费被调用时的时间，该套allocSET和freeSET是通过添加或删除与对应的地址和所分配的存储器的大小元件更新。当的malloc被调用时，创建一个新元素（address\_2，SIZE\_2）和添加到集合allocSET和来自第二集合中移除，如果它被包括在freeSET（即，两者的地址和大小一致）。

如果只有一个元素匹配的地址，则该地址和大小被附加更新集（如果SIZE\_2 <SIZE\_1，则该元件（address\_2 + SIZE\_2，SIZE\_1之前处理 - SIZE\_2）加入到freeSET当函数自由被称为时，相应的元件被从所述集allocSET到freeSET移动。

当存储器访问指令被执行，则检查指针是否在这两组。一个UAF错误登记在两种情况下：元素在freeSET发现，但不包括在allocSet;在freeSET一个且相同的元件中出现超过一次。该算法的工作示于图6中。

所提出的方法

为了提高错误检测的效率，我们建议上述两种算法结合起来。将合并的方法允许人们发现上发生的，由于在该程序的更深，非平凡零件检查各种执行路径UAF错误。图，其中双解除分配的错误不能没有使用关于代码覆盖信息（由于条件控制转移的存在，如果程序在特定的输入数据运行将只执行）中找到的程序图7示出的例子。

对于图7中所示的示例中，如果程序执行分别到达所述第一和第二编程线21和23，发生UAF错误。所提出的方法使得有可能找到输入数据保证的是，在代码所需的块到达（线20-21和22-23在图7），然后检查UAF错误代码的这一部分。

动态分析方法的比较

表1比较了在本文中与混乱和Triton使用的方法所描述的方法。

结果

所提出的方法是在手动生成的基准包括图中所示的那些测试。 1和7;测试结果示于图8这些结果表明，在手动生成的基准的性能提高了约80％的Triton执行比较。在分析现实生活中的项目的试运行表明，在大多数情况下，象征式的数量是如此之大，海卫的代码覆盖算法不能解决这些方程的所有路径。

为了测试所提出的方法，我们特意注射UAF错误到现实生活中的项目的代码。我们分析了从包gvgen项目

表1的比较结果

缺陷可发生在管线26，并且在线路27中的第二示例。

graphviz的，从封装libjasper运行时碧玉，和从封装giflib gif2rgb。在这些项目中，在不同的注射水平发现的错误。在gvgen的情况下，缺陷在许多相互调用的功能进行了注射（最大喷射深度为三个级别（功能））。注入的代码是一个条件表达式取决于输入

图8.比较结果的分析执行时间。

数据和错误本身的代码。这种情况的满意度导致了错误的发生。

在碧玉和gif2rgb项目，注射只在一个函数由于象征式的复杂性来完成。注入的代码是完全错误代码。我们在包含UAF错误上所提出的方法能够发现漏洞现实生活中的程序也选择特定的代码片段。

结论

描述了一种用于检测存在的由于动态存储器指针的不正确处理的释放后使用-（UAF）的错误的方法。该方法是使用曲拉通基础设施[10]根据[11]中描述的算法和UAF错误检测算法上实现。修改和现有实现的改进使我们能够显著提高分析性能。
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